**DAY-7**

1.You are given the number of sides on a die (num\_sides), the number of dice to throw (num\_dice), and a target sum (target). Develop a program that utilizes dynamic programming to solve the Dice Throw Problem.  
  
**program:-**

num\_sides = 6

num\_dice = 2

target = 7

dp = [[0] \* (target + 1) for \_ in range(num\_dice + 1)]

dp[0][0] = 1

# Fill the DP table

for dice in range(1, num\_dice + 1):

    for sum\_value in range(1, target + 1):

        for face in range(1, num\_sides + 1):

            if sum\_value - face >= 0:

                dp[dice][sum\_value] += dp[dice - 1][sum\_value - face]

# Result

result = dp[num\_dice][target]

print(f"Number of ways to achieve a sum of {target} with {num\_dice} dice of {num\_sides} sides: {result}")

**output:-**
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2.In a factory, there are two assembly lines, each with n stations. Each station performs a specific task and takes a certain amount of time to complete. The task must go through each station in order, and there is also a transfer time for switching from one line to another. Given the time taken at each station on both lines and the transfer time between the lines, the goal is to find the minimum time required to process a product from start to end.

**Program:-**

# Input values

n = 4  # Number of stations

a1 = [7, 9, 3, 4]  # Time taken at each station on assembly line 1

a2 = [8, 5, 6, 4]  # Time taken at each station on assembly line 2

t1 = [2, 1, 3]     # Transfer time from line 1 to line 2 after each station

t2 = [2, 2, 1]     # Transfer time from line 2 to line 1 after each station

e1 = 2             # Entry time to assembly line 1

e2 = 4             # Entry time to assembly line 2

x1 = 3             # Exit time from assembly line 1

x2 = 2             # Exit time from assembly line 2

# Initialize dp arrays

dp1 = [0] \* (n + 1)  # Time for assembly line 1

dp2 = [0] \* (n + 1)  # Time for assembly line 2

# Base case

dp1[0] = e1 + a1[0]  # Time to start on line 1

dp2[0] = e2 + a2[0]  # Time to start on line 2

for i in range(1, n):

    dp1[i] = min(dp1[i - 1] + a1[i], dp2[i - 1] + t2[i - 1] + a1[i])

    dp2[i] = min(dp2[i - 1] + a2[i], dp1[i - 1] + t1[i - 1] + a2[i])

result = min(dp1[n - 1] + x1, dp2[n - 1] + x2)

print(f"The minimum time required to process the product: {result}")

**output:-**

![](data:image/png;base64,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)

3.An automotive company has three assembly lines (Line 1, Line 2, Line 3) to produce different car models. Each line has a series of stations, and each station takes a certain amount of time to complete its task. Additionally, there are transfer times between lines, and certain dependencies must be respected due to the sequential nature of some tasks. Your goal is to minimize the total production time by determining the optimal scheduling of tasks across these lines, considering the transfer times and dependencies. Number of stations: 3

**Program:-**

# Input values

n = 3  # Number of stations

line1\_times = [5, 9, 3]  # Time taken at each station on assembly line 1

line2\_times = [6, 8, 4]  # Time taken at each station on assembly line 2

line3\_times = [7, 6, 5]  # Time taken at each station on assembly line 3

# Transfer times matrix

transfer\_times = [

    [0, 2, 3],  # Transfer from Line 1

    [2, 0, 4],  # Transfer from Line 2

    [3, 4, 0]   # Transfer from Line 3

]

# Initialize DP array

dp = [[0] \* 3 for \_ in range(n)]  # dp[i][j]: time to finish station i on line j

# Base case for the first station

dp[0][0] = line1\_times[0]

dp[0][1] = line2\_times[0]

dp[0][2] = line3\_times[0]

# Fill the DP table

for i in range(1, n):

    dp[i][0] = min(

        dp[i-1][0] + line1\_times[i],  # Continue on Line 1

        dp[i-1][1] + transfer\_times[1][0] + line1\_times[i],  # Transfer from Line 2

        dp[i-1][2] + transfer\_times[2][0] + line1\_times[i]   # Transfer from Line 3

    )

    dp[i][1] = min(

        dp[i-1][0] + transfer\_times[0][1] + line2\_times[i],  # Transfer from Line 1

        dp[i-1][1] + line2\_times[i],  # Continue on Line 2

        dp[i-1][2] + transfer\_times[2][1] + line2\_times[i]   # Transfer from Line 3

    )

    dp[i][2] = min(

        dp[i-1][0] + transfer\_times[0][2] + line3\_times[i],  # Transfer from Line 1

        dp[i-1][1] + transfer\_times[1][2] + line3\_times[i],  # Transfer from Line 2

        dp[i-1][2] + line3\_times[i]   # Continue on Line 3

    )

# Considering dependencies:

# We need to calculate the total time considering the dependencies as well.

total\_time = min(dp[n-1])  # Time to finish all stations considering the last station on any line

# Output the result

print(f"The minimum total production time: {total\_time}")

**output:-**
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4.Write a c program to find the minimum path distance by using matrix form.

**Program:-**

import itertools

# Distance matrix

dist = [

    [0, 10, 15, 20],

    [10, 0, 35, 25],

    [15, 35, 0, 30],

    [20, 25, 30, 0]

]

# Number of cities

N = len(dist)

# Function to calculate the minimum path distance

def calculate\_min\_path(dist):

    min\_path = float('inf')  # Start with a very large number

 # Generate all permutations of cities

    for perm in itertools.permutations(range(N)):

        # Calculate the total distance for this permutation

        path\_length = 0

        for i in range(N):

            path\_length += dist[perm[i]][perm[(i + 1) % N]]  # Wrap around to form a loop

       # Update minimum path length if found a new minimum

        if path\_length < min\_path:

            min\_path = path\_length

    return min\_path

# Calculate the minimum path distance

min\_distance = calculate\_min\_path(dist)

print(f"The minimum path distance: {min\_distance}")

**output:-**
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5.Assume you are solving the Traveling Salesperson Problem for 4 cities (A, B, C, D) with known distances between each pair of cities. Now, you need to add a fifth city (E) to the problem. Test Cases 1. Symmetric Distances • Description: All distances are symmetric (distance from A to B is the same as B to A). Distances: A-B: 10, A-C: 15, A-D: 20, A-E: 25 B-C: 35, B-D: 25, B-E: 30 C-D: 30, C-E: 20 D-E: 15 Expected Output: The shortest route and its total distance. For example, A -> B -> D -> E -> C -> A might be the shortest route depending on the given distances.

**Program:-**

import itertools

# Distance matrix for 5 cities: A, B, C, D, E

cities = ['A', 'B', 'C', 'D', 'E']

distances = {

    ('A', 'B'): 10,

    ('A', 'C'): 15,

    ('A', 'D'): 20,

    ('A', 'E'): 25,

    ('B', 'C'): 35,

    ('B', 'D'): 25,

    ('B', 'E'): 30,

    ('C', 'D'): 30,

    ('C', 'E'): 20,

    ('D', 'E'): 15,

}

# Fill in the distance matrix for symmetric distances

for city1 in cities:

    for city2 in cities:

        if city1 != city2 and (city2, city1) not in distances:

            distances[(city2, city1)] = distances[(city1, city2)]

# Generate all permutations of cities (except the starting point)

shortest\_route = None

min\_distance = float('inf')

# Calculate distances for each permutation

for perm in itertools.permutations(cities):

    # Start and end at the same city (A)

    if perm[0] == 'A':

        route\_distance = 0

        for i in range(len(perm)):

            route\_distance += distances[(perm[i], perm[(i + 1) % len(perm)])]

        # Check if this route is shorter

        if route\_distance < min\_distance:

            min\_distance = route\_distance

            shortest\_route = perm

# Output the shortest route and its total distance

route\_str = " -> ".join(shortest\_route) + " -> A"

print(f"The shortest route is: {route\_str}")

print(f"Total distance: {min\_distance}")

**output:-**
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6.Given a string s, return the longest palindromic substring in S.

Example 1:

Input: s = "babad" Output: "bab"

**Program:-**

# Input string

s = "babad"

# Initialize variables to track the start and end of the longest palindrome

start, end = 0, 0

# Expand around centers

for i in range(len(s)):

    # Check for odd-length palindromes (single character center)

    left1, right1 = i, i

    while left1 >= 0 and right1 < len(s) and s[left1] == s[right1]:

        if right1 - left1 > end - start:

            start, end = left1, right1

        left1 -= 1

        right1 += 1

    # Check for even-length palindromes (two character center)

    left2, right2 = i, i + 1

    while left2 >= 0 and right2 < len(s) and s[left2] == s[right2]:

        if right2 - left2 > end - start:

            start, end = left2, right2

        left2 -= 1

        right2 += 1

# Extract the longest palindromic substring

longest\_palindrome = s[start:end + 1]

print(f"The longest palindromic substring is: '{longest\_palindrome}'")

**output:-**
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7.Given a string s, find the length of the longest substring without repeating characters.

Example 1: Input: s = "abcabcbb" Output: 3

**Program:-**

# Input string

s = "abcabcbb"

# Initialize variables

start = 0  # Start index of the current substring

max\_length = 0  # Maximum length of substring found

char\_index\_map = {}  # Dictionary to store the last index of each character

# Iterate through the string

for end in range(len(s)):

    current\_char = s[end]

    # If the character is already in the map and its index is within the current window

    if current\_char in char\_index\_map and char\_index\_map[current\_char] >= start:

        start = char\_index\_map[current\_char] + 1  # Move the start to the right of the last occurrence

    # Update the last index of the current character

    char\_index\_map[current\_char] = end

    # Update the maximum length

    max\_length = max(max\_length, end - start + 1)

print(f"The length of the longest substring without repeating characters is: {max\_length}")

**output:-**
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8.Given a string s and a dictionary of strings wordDict, return true if s can be segmented into a space-separated sequence of one or more dictionary words. Note that the same word in the dictionary may be reused multiple times in the segmentation.

Example 1: Input: s = "leetcode", wordDict = ["leet","code"]

**Program:-**

# Input string and word dictionary

s = "leetcode"

wordDict = ["leet", "code"]

# Convert wordDict to a set for faster lookup

word\_set = set(wordDict)

# Initialize the DP array

n = len(s)

dp = [False] \* (n + 1)

dp[0] = True  # Base case: empty string can be segmented

for i in range(1, n + 1):

    for j in range(i):

        if dp[j] and s[j:i] in word\_set:

            dp[i] = True

            break

print(f"Can the string '{s}' be segmented? {dp[n]}")

**output:-**
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9.Given an input string and a dictionary of words, find out if the input string can be segmented into a space-separated sequence of dictionary words.Consider the following dictionary { i, like, sam, sung, samsung, mobile, ice, cream, icecream, man, go, mango}

**Program:-**

# Input string and word dictionary

input\_string = "ilike"

word\_dict = {"i", "like", "sam", "sung", "samsung", "mobile", "ice", "cream", "icecream", "man", "go", "mango"}

# Initialize the DP array

n = len(input\_string)

dp = [False] \* (n + 1)

dp[0] = True  # Base case: empty string can be segmented

# Fill the DP array

for i in range(1, n + 1):

    for j in range(i):

        if dp[j] and input\_string[j:i] in word\_dict:

            dp[i] = True

            break

if dp[n]:

    print("Yes")

else:

    print("No")

**output:-**
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10.Given an array of strings words and a width maxWidth, format the text such that each line has exactly maxWidth characters and is fully (left and right) justified. You should pack your words in a greedy approach; that is, pack as many words as you can in each line. Pad extra spaces ' ' when necessary so that each line has exactly maxWidth characters. Extra spaces between words should be distributed as evenly as possible. If the number of spaces on a line does not divide evenly between words, the empty slots on the left will be assigned more spaces than the slots on the right. For the last line of text, it should be left-justified, and no extra space is inserted between words. A word is defined as a character sequence consisting of non-space characters only. Each word's length is guaranteed to be greater than 0 and not exceed maxWidth. The input array words contains at least one word.

**Program:-**

# Input words and maximum width

words = ["This", "is", "an", "example", "of", "text", "justification."]

maxWidth = 16

# Initialize variables

result = []

current\_line = []

line\_length = 0

# Process each word

for word in words:

    # Check if adding the next word exceeds the maxWidth

    if line\_length + len(word) + len(current\_line) > maxWidth:

        # Justify the current line

        for i in range(maxWidth - line\_length):

            # Distribute spaces

            current\_line\_index = i % (len(current\_line) - 1 or 1)

            current\_line[current\_line\_index] += ' '

        # Join the line and append to result

        result.append(''.join(current\_line))

        # Reset for the next line

        current\_line = []

        line\_length = 0

    # Add the word to the current line

    current\_line.append(word)

    line\_length += len(word)

# Handle the last line (left-justified)

last\_line = ' '.join(current\_line)

last\_line += ' ' \* (maxWidth - len(last\_line))  # Fill with spaces if needed

result.append(last\_line)

# Output the result

for line in result:

    print(f'"{line}"')

**output:-**

![](data:image/png;base64,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)

11.Design a special dictionary that searches the words in it by a prefix and a suffix. Implement the WordFilter class: WordFilter(string[] words) Initializes the object with the words in the dictionary.f(string pref, string suff) Returns the index of the word in the dictionary, which has the prefix pref and the suffix suff. If there is more than one valid index, return the largest of them. If there is no such word in the dictionary, return -1.

**Program:-**

class WordFilter:

    def \_\_init\_\_(self, words):

        self.words = words

        self.prefix\_suffix\_map = {}

        # Preprocess the words to create a mapping of (prefix, suffix) to indices

        for index, word in enumerate(words):

            # Create all possible prefixes and suffixes

            for i in range(len(word) + 1):

                prefix = word[:i]

                for j in range(len(word) + 1):

                    suffix = word[j:]

                    # Store the index for this (prefix, suffix) pair

                    if (prefix, suffix) not in self.prefix\_suffix\_map:

                        self.prefix\_suffix\_map[(prefix, suffix)] = index

                    else:

                        # We only want the largest index

                        self.prefix\_suffix\_map[(prefix, suffix)] = max(self.prefix\_suffix\_map[(prefix, suffix)], index)

    def f(self, pref, suff):

        # Return the index of the word with the specified prefix and suffix

        return self.prefix\_suffix\_map.get((pref, suff), -1)

# Example usage:

word\_filter = WordFilter(["apple"])

print(word\_filter.f("a", "e"))  # Output: 0

print(word\_filter.f("a", "l"))  # Output: -1

**output:-**
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